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# **ОСНОВНАЯ ЧАСТЬ**

## Цель работы

Изучить постановку задачи целочисленного линейного программирования; получить решение задачи ЦЛП методом ветвей и границ.

## Постановка задачи

Требуется найти решение следующей задачи:

xi∈Z0

Необходимо найти вектор удовлетворяющий условиям, при котором целевой функции (ЦФ) стремится к максимуму. Здесь:

c – вектор коэффициентов ЦФ,  
A – матрица системы ограничений,  
b– вектор правой части системы ограничений.

По условию:

## Ход работы

Приведём исходные данные задачи к каноническому виду:

Выразим базисные переменные в уравнениях:

Тогда исходная симплекс-таблица будет иметь вид:

Default symplic table

4.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 0.00 X5

2.00 0.00 0.50 1.00 X6

0.00 2.00 8.00 3.00 F

S X1 X2 X3

Razr stolb X1

Razr stroka X4

Symplic table 1

2.00 0.50 0.50 0.50 X1

4.00 -0.50 1.50 -0.50 X5

2.00 0.00 0.50 1.00 X6

-4.00 -1.00 7.00 2.00 F

S X4 X2 X3

Razr stolb X3

Razr stroka X6

Symplic table 2

1.00 0.50 0.25 -0.50 X1

5.00 -0.50 1.75 0.50 X5

2.00 0.00 0.50 1.00 X3

-8.00 -1.00 6.00 -2.00 F

S X4 X2 X6

Razr stolb X2

Razr stroka X5

Symplic table 3

0.29 0.57 -0.14 -0.57 X1

2.86 -0.29 0.57 0.29 X2

0.57 0.14 -0.29 0.86 X3

-25.14 0.71 -3.43 -3.71 F

S X4 X5 X6

Razr stolb X4

Razr stroka X1

Symplic table 4

0.50 1.75 -0.25 -1.00 X4

3.00 0.50 0.50 0.00 X2

0.50 -0.25 -0.25 1.00 X3

-25.50 -1.25 -3.25 -3.00 F

S X1 X5 X6

Symplic table

0.50 1.75 -0.25 -1.00 X4

3.00 0.50 0.50 0.00 X2

0.50 -0.25 -0.25 1.00 X3

-25.50 -1.25 -3.25 -3.00 F

S X1 X5 X6

Начнём ветвление x3<=0

Start X3 <= 0.0

def tab

4.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 0.00 X5

2.00 0.00 0.50 1.00 X6

0.00 0.00 0.00 1.00 X7

0.00 2.00 8.00 3.00 F

S X1 X2 X3

Razr stolb X1

Razr stroka X4

Symplic table 1

2.00 0.50 0.50 0.50 X1

4.00 -0.50 1.50 -0.50 X5

2.00 0.00 0.50 1.00 X6

0.00 0.00 0.00 1.00 X7

-4.00 -1.00 7.00 2.00 F

S X4 X2 X3

Razr stolb X3

Razr stroka X7

Symplic table 2

2.00 0.50 0.50 -0.50 X1

4.00 -0.50 1.50 0.50 X5

2.00 0.00 0.50 -1.00 X6

0.00 0.00 0.00 1.00 X3

-4.00 -1.00 7.00 -2.00 F

S X4 X2 X7

Razr stolb X2

Razr stroka X5

Symplic table 3

0.67 0.67 -0.33 -0.67 X1

2.67 -0.33 0.67 0.33 X2

0.67 0.17 -0.33 -1.17 X6

0.00 0.00 -0.00 1.00 X3

-22.67 1.33 -4.67 -4.33 F

S X4 X5 X7

Razr stolb X4

Razr stroka X1

Symplic table 4

1.00 1.50 -0.50 -1.00 X4

3.00 0.50 0.50 0.00 X2

0.50 -0.25 -0.25 -1.00 X6

0.00 -0.00 0.00 1.00 X3

-24.00 -2.00 -4.00 -3.00 F

S X1 X5 X7

Symplic table

1.00 1.50 -0.50 -1.00 X4

3.00 0.50 0.50 0.00 X2

0.50 -0.25 -0.25 -1.00 X6

0.00 -0.00 0.00 1.00 X3

-24.00 -2.00 -4.00 -3.00 F

S X1 X5 X7

Получен ответ:

Answer:

F = 24.000

X1 = 0.00

X2 = 3.00

X3 = 0.00

End X3 <= 0.0

Начнём ветвление X3 >= 1

Start X3 >= 1.0

def tab

4.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 0.00 X5

2.00 0.00 0.50 1.00 X6

-1.00 0.00 0.00 -1.00 X7

0.00 2.00 8.00 3.00 F

S X1 X2 X3

Найдём опорное решение:

Opor Symplics table 1

3.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 -0.00 X5

1.00 0.00 0.50 1.00 X6

1.00 -0.00 -0.00 -1.00 X3

-3.00 2.00 8.00 3.00 F

S X1 X2 X7

Razr stolb X1

Razr stroka X4

Symplic table 1

1.50 0.50 0.50 0.50 X1

4.50 -0.50 1.50 -0.50 X5

1.00 -0.00 0.50 1.00 X6

1.00 0.00 0.00 -1.00 X3

-6.00 -1.00 7.00 2.00 F

S X4 X2 X7

Razr stolb X7

Razr stroka X6

Symplic table 2

1.00 0.50 0.25 -0.50 X1

5.00 -0.50 1.75 0.50 X5

1.00 -0.00 0.50 1.00 X7

2.00 0.00 0.50 1.00 X3

-8.00 -1.00 6.00 -2.00 F

S X4 X2 X6

Razr stolb X2

Razr stroka X7

Symplic table 3

0.50 0.50 -0.50 -1.00 X1

1.50 -0.50 -3.50 -3.00 X5

2.00 -0.00 2.00 2.00 X2

1.00 0.00 -1.00 0.00 X3

-20.00 -1.00 -12.00 -14.00 F

S X4 X7 X6

Symplic table

0.50 0.50 -0.50 -1.00 X1

1.50 -0.50 -3.50 -3.00 X5

2.00 -0.00 2.00 2.00 X2

1.00 0.00 -1.00 0.00 X3

-20.00 -1.00 -12.00 -14.00 F

S X4 X7 X6

Начнём ветвление по переменной X1.

Start X1 <= 0.0

def tab

4.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 0.00 X5

2.00 0.00 0.50 1.00 X6

-1.00 0.00 0.00 -1.00 X7

0.00 1.00 0.00 0.00 X8

0.00 2.00 8.00 3.00 F

S X1 X2 X3

Найдём опорное решение:

Opor Symplics table 1

3.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 -0.00 X5

1.00 0.00 0.50 1.00 X6

1.00 -0.00 -0.00 -1.00 X3

0.00 1.00 0.00 -0.00 X8

-3.00 2.00 8.00 3.00 F

S X1 X2 X7

End opor

Razr stolb X1

Razr stroka X8

Symplic table 1

3.00 -2.00 1.00 1.00 X4

6.00 -1.00 2.00 0.00 X5

1.00 -0.00 0.50 1.00 X6

1.00 0.00 0.00 -1.00 X3

0.00 1.00 0.00 -0.00 X1

-3.00 -2.00 8.00 3.00 F

S X8 X2 X7

Razr stolb X7

Razr stroka X6

Symplic table 2

2.00 -2.00 0.50 -1.00 X4

6.00 -1.00 2.00 -0.00 X5

1.00 -0.00 0.50 1.00 X7

2.00 0.00 0.50 1.00 X3

0.00 1.00 0.00 0.00 X1

-6.00 -2.00 6.50 -3.00 F

S X8 X2 X6

Razr stolb X2

Razr stroka X7

Symplic table 3

1.00 -2.00 -1.00 -2.00 X4

2.00 -1.00 -4.00 -4.00 X5

2.00 -0.00 2.00 2.00 X2

1.00 0.00 -1.00 0.00 X3

0.00 1.00 -0.00 0.00 X1

-19.00 -2.00 -13.00 -16.00 F

S X8 X7 X6

Symplic table

1.00 -2.00 -1.00 -2.00 X4

2.00 -1.00 -4.00 -4.00 X5

2.00 -0.00 2.00 2.00 X2

1.00 0.00 -1.00 0.00 X3

0.00 1.00 -0.00 0.00 X1

-19.00 -2.00 -13.00 -16.00 F

S X8 X7 X6

Получен ответ:

Answer:

F = 19.000

X1 = 0.00

X2 = 2.00

X3 = 1.00

End X1 <= 0.0

Продолжаем ветвление по переменной X1:

Start X1 >= 1.0

def tab

4.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 0.00 X5

2.00 0.00 0.50 1.00 X6

-1.00 0.00 0.00 -1.00 X7

-1.00 -1.00 0.00 0.00 X8

0.00 2.00 8.00 3.00 F

S X1 X2 X3

Найдём опорное решение:

Opor Symplics table 1

3.00 2.00 1.00 1.00 X4

6.00 1.00 2.00 -0.00 X5

1.00 0.00 0.50 1.00 X6

1.00 -0.00 -0.00 -1.00 X3

-1.00 -1.00 0.00 -0.00 X8

-3.00 2.00 8.00 3.00 F

S X1 X2 X7

Opor Symplics table 2

1.00 2.00 1.00 1.00 X4

5.00 1.00 2.00 -0.00 X5

1.00 0.00 0.50 1.00 X6

1.00 -0.00 -0.00 -1.00 X3

1.00 -1.00 -0.00 0.00 X1

-5.00 2.00 8.00 3.00 F

S X8 X2 X7

End opor

Razr stolb X8

Razr stroka X4

Symplic table 1

0.50 0.50 0.50 0.50 X8

4.50 -0.50 1.50 -0.50 X5

1.00 -0.00 0.50 1.00 X6

1.00 0.00 0.00 -1.00 X3

1.50 0.50 0.50 0.50 X1

-6.00 -1.00 7.00 2.00 F

S X4 X2 X7

Razr stolb X7

Razr stroka X8

Symplic table 2

1.00 1.00 1.00 2.00 X7

5.00 0.00 2.00 1.00 X5

0.00 -1.00 -0.50 -2.00 X6

2.00 1.00 1.00 2.00 X3

1.00 0.00 0.00 -1.00 X1

-8.00 -3.00 5.00 -4.00 F

S X4 X2 X8

Razr stolb X2

Razr stroka X7

Symplic table 3

1.00 1.00 1.00 2.00 X2

3.00 -2.00 -2.00 -3.00 X5

0.50 -0.50 0.50 -1.00 X6

1.00 0.00 -1.00 0.00 X3

1.00 0.00 -0.00 -1.00 X1

-13.00 -8.00 -5.00 -14.00 F

S X4 X7 X8

Symplic table

1.00 1.00 1.00 2.00 X2

3.00 -2.00 -2.00 -3.00 X5

0.50 -0.50 0.50 -1.00 X6

1.00 0.00 -1.00 0.00 X3

1.00 0.00 -0.00 -1.00 X1

-13.00 -8.00 -5.00 -14.00 F

S X4 X7 X8

Получили решение:

Answer:

F = 13.000

X1 = 1.00

X2 = 1.00

X3 = 1.00

End X1 >= 1.0

End X3 >= 1.0

Итоговый ответ:

Fmax = 24.0

X1 = 0.00

X2 = 3.00

X3 = 0.00

Начнём находить максимум методом прямого перебора. Выводятся только значения, превышающие предыдущий максимум.

Start brute force

0 [0, 0, 0]

3 [0, 0, 1]

6 [0, 0, 2]

8 [0, 1, 0]

11 [0, 1, 1]

16 [0, 2, 0]

19 [0, 2, 1]

24 [0, 3, 0]

Получен ответ:

Fmax = 24

X1 = 0.00

X2 = 3.00

X3 = 0.00

Представим ход работы нашей программы для данной задачи в виде дерева:

![](data:image/png;base64,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)

# **ЗАКЛЮЧЕНИЕ**

В процессе выполнения лабораторной работы мы изучили основные приёмы использования метода ветвей и границ. Научились ставить и решать прямую задачу линейного программирования с помощью этого метода, а так же узнали, что он является наиболее универсальным из вычислительных методов для целочисленного линейного программирования.

Также мы убедились, что метод прямого перебора даёт такой же ответ, как и метод ветвей и границ.

Код, реализующий симплекс-метод, написан на языке Python версии 3.\* и представлен в приложении.

# **ПРИЛОЖЕНИЕ**

**import** copy  
  
flEnd = **False**base = set()  
bbase = set()  
answ = dict()  
  
  
**def** printWithXInTable(tab):  
 m = len(tab)  
 n = len(tab[0])  
 print()  
 **for** i **in** range(m - 1):  
 **for** j **in** range(n - 1):  
 print(**'{:>7.2f}'**.format(tab[i][j]), end=**""**)  
 pam = str(int(tab[i][-1]))  
 **if** pam == **"88"**:  
 pam = **" F"  
 elif** pam == **"99"**:  
 pam = **""  
 else**:  
 pam = **" X"** + pam  
 print(pam)  
 **for** i **in** range(n):  
 pam = str(int(tab[-1][i]))  
 **if** pam == **"77"**:  
 pam = **" S"  
 elif** pam == **"99"**:  
 pam = **""  
 else**:  
 pam = **" X"** + pam  
 print(**'{:>7s}'**.format(pam), end=**""**)  
 print()  
  
  
**def** printAnswer(n, flag, tab):  
 **if** flag == **"max"**:  
 zn = -1  
 **else**:  
 zn = 1  
 *# print("\n" + "Answer:\n" + "F" + str(flag) + " = " + " " + '{:<9.3f}'.format(tab[-2][0] \* zn))* print(**"\n"** + **"Answer:\n"** + **"F"** + **" = "** + **" "** + **'{:<9.3f}'**.format(tab[-2][0] \* zn))  
 le = len(bbase)  
 pam = [0] \* (le + 1)  
 **for** i **in** range(le):  
 pam[i] = 0  
 m = len(tab)  
 **for** i **in** range(m):  
 **if** tab[i][-1] **in** bbase:  
 pam[tab[i][-1]] = tab[i][0]  
 **for** i **in** range(1, le + 1):  
 print(**"X"** + str(i) + **" = "** + **'{:<7.2f}'**.format(pam[i]))  
 print()  
 answ[tab[-2][0] \* zn] = pam  
  
  
**def** printOpor(tab):  
 print(**"\n"** + **"Opor answer:\n"** + **"F"** + **" = "** + **" "** + **'{:<9.3f}'**.format(-tab[-2][0]))  
 n = len(bbase)  
 pam = [0] \* (n + 1)  
  
 **for** i **in** range(n + 1):  
 pam[i] = 0  
 **for** i **in** range(len(tab)):  
 **if** tab[i][-1] **in** bbase:  
 pam[tab[i][-1]] = tab[i][0]  
 **for** i **in** range(1, len(bbase) + 1):  
 print(**"X"** + str(i) + **" = "** + **'{:<7.2f}'**.format(pam[i]))  
  
 answ[tab[-2][0] \* (-1)] = pam  
 print()  
 print(\*answ)  
  
  
**def** createSimplexTable(flag, n, a, b, c):  
 tab = [[0] \* (n + 2) **for** i **in** range(n + 2)]  
 **if** flag == **"max"**:  
 flag = 1  
 **else**:  
 flag = -1  
 **for** i **in** range(n):  
 tab[i][0] = b[i] \* flag  
 **for** j **in** range(1, n + 1):  
 tab[i][j] = a[i][j - 1] \* flag  
 tab[n][i + 1] = flag \* c[i] *# +-* tab[n][0] = 0 *# F(s)* **for** i **in** range(n + 1):  
 tab[i][n + 1] = i + n + 1  
 tab[n + 1][i] = i  
 tab[n + 1][0] = 77 *# S* tab[n][n + 1] = 88 *# F* tab[n + 1][n + 1] = 99 *# empty* **return** tab  
  
  
**def** findOpor(tabA):  
 print(**"Start opor"**)  
 kol = 0  
 m = len(tabA)  
 n = len(tabA[0])  
 **while True**:  
 kol += 1  
 ma = -1  
 k = -1  
 fl = **True  
 for** i **in** range(0, m - 2):  
 **if** tabA[i][0] < 0:  
 pam = i  
 fl = **False  
 break  
 if** fl:  
 **break  
 for** i **in** range(1, n - 1):  
 **if** tabA[pam][i] < 0:  
 k = i  
 **break  
 if** k == -1:  
 print(**'{:>28s}'**.format(**"Error"**))  
 **break** mi = 10000000  
 r = -1  
 **for** i **in** range(0, m - 2):  
 **if** tabA[i][k] != 0:  
 **if** tabA[i][0] / tabA[i][k] < mi **and** tabA[i][0] / tabA[i][k] >= 0:  
 mi = tabA[i][0] / tabA[i][k]  
 r = i  
 **if** r == -1:  
 *# print('{:>28s}'.format("No more positive in S/ Xk"))* **break** *# print('{:<28s}'.format("Razr stolb " + "X" + str(tabA[-1][k])))  
 # print('{:<28s}'.format("Razr stroka " + "X" + str(tabA[r][-1])), end="\n\n")* tab2 = copy.deepcopy(tabA)  
 tabA[r][k] = 1 / tab2[r][k]  
 **for** i **in** range(m - 1):  
 **for** j **in** range(n - 1):  
 **if** j != k:  
 tabA[r][j] = tab2[r][j] / tab2[r][k]  
 **if** i != r:  
 tabA[i][j] = tab2[i][j] - tab2[i][k] \* tab2[r][j] / tab2[r][k]  
 **if** i != r:  
 tabA[i][k] = -tab2[i][k] / tab2[r][k]  
 tabA[-1][k], tabA[r][-1] = tabA[r][-1], tabA[-1][k]print(**'{:>28s}'**.format(**"Opor Symplics table "** + str(kol)))  
 printWithXInTable(tabA)print(**"End opor"**)  
 **return** tabA  
  
  
**def** calculateSimplexTable(tabB):  
 pam = copy.deepcopy(tabB)  
 tabB = findOpor(copy.deepcopy(tabB))kol = 0  
 m = len(tabB)  
 n = len(tabB[0])  
 flEnd = **False  
 while True**:  
 kol += 1  
 mi = 10000000  
 k = -1  
 **for** i **in** range(1, n - 1):  
 **if** tabB[-2][i] >= 0 **and** tabB[-2][i] < mi:  
 mi = tabB[-2][i]  
 k = i  
 **if** k == -1:  
 *# print('{:>28s}'.format("No more positive in F"))* flEnd = **True  
 break** mi = 10000000  
 r = -1  
 **for** i **in** range(0, m - 2):  
 **if** tabB[i][k] != 0:  
 **if** tabB[i][0] / tabB[i][k] < mi **and** tabB[i][0] / tabB[i][k] >= 0 **and** tabB[i][k] > 0:  
 mi = tabB[i][0] / tabB[i][k]  
 r = i  
 **if** r == -1:  
 *# print('{:>28s}'.format("No more positive in S/ Xk"))* flEnd = **True  
 break** print(**'{:<28s}'**.format(**"Razr stolb "** + **"X"** + str(tabB[-1][k])))  
 print(**'{:<28s}'**.format(**"Razr stroka "** + **"X"** + str(tabB[r][-1])), end=**"\n\n"**)  
 tab2 = copy.deepcopy(tabB)  
 tabB[r][k] = 1 / tab2[r][k]  
 **for** i **in** range(m - 1):  
 **for** j **in** range(n - 1):  
 **if** j != k:  
 tabB[r][j] = tab2[r][j] / tab2[r][k]  
 **if** i != r:  
 tabB[i][j] = tab2[i][j] - tab2[i][k] \* tab2[r][j] / tab2[r][k]  
 **if** i != r:  
 tabB[i][k] = -tab2[i][k] / tab2[r][k]  
 tabB[-1][k], tabB[r][-1] = tabB[r][-1], tabB[-1][k]  
 print(**'{:>28s}'**.format(**"Symplic table "** + str(kol)))  
 printWithXInTable(tabB)  
 print(**'{:>28s}'**.format(**"Symplic table "**), end=**""**)  
 printWithXInTable(tabB)  
 flEnd = **True  
 return** tabB  
  
  
**def** checkFree(tabC):  
 m = len(tabC)  
 n = len(tabC[0])  
 **for** i **in** range(0, m):  
 **if** (tabC[i][0] % 1 != 0) **and** (tabC[i][-1] **in** base):  
 **return** i  
 **return** -1  
  
  
**def** checkCalcTable(tab):  
 m = len(tab)  
 n = len(tab[0])  
 fl\_e = **True  
 for** i **in** range(n - 1):  
 **if** tab[-2][i] >= 0:  
 fl\_e = **False  
 break  
 if** fl\_e:  
 **for** i **in** range(m - 2):  
 **if** tab[i][0] < 0:  
 **return True  
 return False  
  
  
def** addInDefTab(fl, nameX, num, tabIn):  
 m = len(tabIn)  
 n = len(tabIn[0])  
 tab2 = [[0] \* (n) **for** i **in** range(m + 1)]  
 **if** fl == **"<"**:  
 fl = 1  
 **else**:  
 fl = -1  
 **for** i **in** range(m - 2):  
 **for** j **in** range(n):  
 tab2[i][j] = tabIn[i][j]  
 **for** i **in** range(n):  
 tab2[-3][i] = 0  
 **if** tabIn[-1][i] == nameX:  
 tab2[-3][i] = fl  
 tab2[-3][0] = num \* fl  
 tab2[-3][-1] = m + n - 3  
 **for** j **in** range(n):  
 tab2[-2][j] = tabIn[-2][j]  
 **for** j **in** range(1, n):  
 tab2[-1][j] = tabIn[-1][j]  
 tab2[-1][0] = 77 *# S* tab2[-2][-1] = 88 *# F* tab2[-1][-1] = 99 *# empty* **return** tab2  
  
  
**def** branchAndBound(tabI, dTab):  
 i = checkFree(tabI)  
 **if** i == -1:  
 printAnswer(len(tabI[0]), **"max"**, tabI)  
 **return  
 if** checkCalcTable(tabI):  
 print(**"exit"**)  
 **return** num1 = tabI[i][0] - tabI[i][0] % 1  
 print(**"\n"**, **"Start X"**, tabI[i][-1], **" <= "**, num1, sep=**''**)  
 dTab1 = addInDefTab(**"<"**, tabI[i][-1], num1, copy.deepcopy(dTab))  
 print(**"def tab"**, end=**""**)  
 printWithXInTable(dTab1)  
 tab1 = calculateSimplexTable(copy.deepcopy(dTab1))branchAndBound(copy.deepcopy(tab1), copy.deepcopy(dTab1))  
 print(**"End "**, **"X"**, tabI[i][-1], **" <= "**, num1, sep=**''**)  
 print(**"\n"**, **"Start X"**, tabI[i][-1], **" >= "**, num1 + 1, sep=**''**)  
 **if** checkCalcTable(tabI):  
 print(**"exit"**)  
 **return** dTab2 = addInDefTab(**">"**, tabI[i][-1], num1 + 1, copy.deepcopy(dTab))  
 print(**"def tab"**, end=**""**)  
 printWithXInTable(dTab2)  
 tab2 = calculateSimplexTable(copy.deepcopy(dTab2))branchAndBound(copy.deepcopy(tab2), copy.deepcopy(dTab2))  
 print(**"End "**, **"X"**, tabI[i][-1], **" >= "**, num1 + 1, sep=**''**)  
  
  
**def** bruteForce():  
 a = getA()  
 b = getB()  
 c = getC()  
 len1 = len(a)  
 d = dict()  
 ma = -10000000  
 print()  
 print(**"Start brute force"**)  
 **for** i **in** range(100):  
 **for** j **in** range(100):  
 **for** k **in** range(100):  
 fl = **True** pam = 0  
 **for** ii **in** range(len1):  
 pam += a[ii][0] \* i + a[ii][1] \* j + a[ii][2] \* k  
 **if** pam > b[ii]:  
 fl = **False  
 break** pam = 0  
 **if** fl:  
 **if** c[0] \* i + c[1] \* j + c[2] \* k > ma:  
 ma = c[0] \* i + c[1] \* j + c[2] \* k  
 d[ma] = [i, j, k]  
 print(ma, d[ma])  
 print(**"Fmax ="**, ma)  
 **for** i **in** range(1, len(bbase) + 1):  
 print(**"X"** + str(i) + **" = "** + **'{:<7.2f}'**.format(d[ma][i - 1]))  
  
  
**def** getA():  
 a = [[2, 1, 1],  
 [1, 2, 0],  
 [0, 0.5, 1]]  
 **return** a  
  
  
**def** getC():  
 c = [2, 8, 3]  
 **return** c  
  
  
**def** getB():  
 b = [4, 6, 2]  
 **return** b  
  
  
**def** main():  
 n = 3  
 m = 3  
 flag = **"max"** tab = createSimplexTable(flag, n, getA(), getB(), getC()) **for** i **in** range(1, n + 1):  
 base.add(i)  
 bbase.add(i)  
 print(**'{:>28s}'**.format(**"Default symplic table"**), end=**""**)  
 printWithXInTable(tab)  
 num = 0  
 pam = calculateSimplexTable(copy.deepcopy(tab))  
 branchAndBound(copy.deepcopy(pam), copy.deepcopy(tab))  
 print()  
 pam = sorted(answ)[-1]  
 print(**"F"** + str(flag) + **" = "** + str(pam))  
 pam = answ[pam]  
 **for** i **in** range(1, len(bbase) + 1):  
 print(**"X"** + str(i) + **" = "** + **'{:<7.2f}'**.format(pam[i]))  
 bruteForce()  
  
  
main()